Write a program in C to perform merging of two one-dimensional arrays, after taking all the necessary

**ASSIGNMENT 01: -**

**Write a program in C to perform merging of two one-dimensional arrays, after taking all the necessary inputs from the user.**

**SOLUTION:-**

### **Algorithm: Merge Two Arrays**

**Step 1:** [INITIALIZATION] Declare integer variables arr1[03], arr2[03], merge\_array[n1 + n2], n1, n2, and i.

**Step 2:** Print "Enter the element number in first array:".  
**Step 3:** Read n1.

**Step 4:** Print "Enter the elements in first array:".  
**Step 5:** Repeat Steps 6 and 7 while i < n1:  
**Step 6:** Read arr1[i].  
**Step 7:** Set i = i + 1.

**Step 8:** Print "Enter the element number in second array:".  
**Step 9:** Read n2.

**Step 10:** Print "Enter the elements in second array:".  
**Step 11:** Repeat Steps 12 and 13 while i < n2:  
**Step 12:** Read arr2[i].  
**Step 13:** Set i = i + 1.

**Step 14:** Initialize i = 0.

**Step 15:** Repeat Steps 16 and 17 while i < n1:  
**Step 16:** Set merge\_array[i] = arr1[i].  
**Step 17:** Set i = i + 1.

**Step 18:** Initialize i = 0.

**Step 19:** Repeat Steps 20 and 21 while i < n2:  
**Step 20:** Set merge\_array[n1 + i] = arr2[i].  
**Step 21:** Set i = i + 1.

**Step 22:** Print "MERGE ARRAY IS :".

**Step 23:** Initialize i = 0.

**Step 24:** Repeat Steps 25 and 26 while i < (n1 + n2):  
**Step 25:** Print merge\_array[i].  
**Step 26:** Set i = i + 1.

**Step 27:** EXIT.

* **SOURCE CODE:**

#include<stdio.h>

int main(){

int arr1[03],arr2[03];

int n1,n2,i;

printf("Enter the element number in first array: ");

scanf("%d",&n1);

printf("Enter the elemet in first array : ");

for(i=0;i<n1;i++){

scanf("%d",&arr1[i]);

}

printf("Enter the element number in second array: ");

scanf("%d",&n2);

printf("Enter the elemet in second array : ");

for(i=0;i<n2;i++){

scanf("%d",&arr2[i]);

}

int merge\_array[n1+n2];

for(i=0;i<n1;i++){

merge\_array[i]=arr1[i];

}

for(i=0;i<n2;i++){

merge\_array[n1+i]=arr2[i];

}

//print merge array

printf("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

printf("MERGE ARRAY IS : ");

for(i=0;i<n1+n2;i++){

printf("%d\t",merge\_array[i]);

}

return 0;

}

* **OUTPUT:** ![](data:image/png;base64,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)

### **Conclusion:**

Merging two arrays in a third array means first copying the contents of the first array into the array and then copying the contents of the second array into the third. Hence, the merged array contains contents of the first array followed by the contents of the second array.

**ASSIGNMENT 02:-**

**Write a program in C to implement the following matrix operations:**

**(a) Multiplication of two matrices**

* + 1. **(b)Transpose of a given matrix**

**SOLUTION:-**

1. **Multiplication of two matrices**

### **Algorithm: Matrix Multiplication of Two 2×2 Matrices**

**Input:** Two 2×2 matrices, matrix1 and matrix2  
**Output:** Resultant matrix result[2][2] after multiplication

#### **Step 1:** Start

#### **Step 2:** Declare variables

* matrix1[2][2], matrix2[2][2], result[2][2]
* Integer variables i, j, k for loops

#### **Step 3:** Input first matrix

* Print: "Enter the elements of the first 2x2 matrix:"
* **For** i = 0 to 1 **do**
  + **For** j = 0 to 1 **do**
    - Read matrix1[i][j]

#### **Step 4:** Input second matrix

* Print: "Enter the elements of the second 2x2 matrix:"
* **For** i = 0 to 1 **do**
  + **For** j = 0 to 1 **do**
    - Read matrix2[i][j]

#### **Step 5:** Initialize result[2][2] with 0

#### **Step 6:** Perform Matrix Multiplication

* **For** i = 0 to 1 **do**
  + **For** j = 0 to 1 **do**
    - Set result[i][j] = 0
    - **For** k = 0 to 1 **do**
      * result[i][j] = result[i][j] + (matrix1[i][k] \* matrix2[k][j])

#### **Step 7:** Display the Resultant Matrix

* Print: "The resulting matrix after multiplication is:"
* **For** i = 0 to 1 **do**
  + **For** j = 0 to 1 **do**
    - Print result[i][j]
  + Print new line

#### **Step 8:** End

* **SOURCE CODE**:

#include <stdio.h>

int main() {

int i, j, k;

int matrix1[2][2], matrix2[2][2], result[2][2] = {0};

// Input for the first matrix

printf("Enter the elements of the first 2x2 matrix:\n");

for (i = 0; i < 2; i++) {

for (j = 0; j < 2; j++) {

scanf("%d", &matrix1[i][j]);

}

}

// Input for the second matrix

printf("Enter the elements of the second 2x2 matrix:\n");

for (i = 0; i < 2; i++) {

for (j = 0; j < 2; j++) {

scanf("%d", &matrix2[i][j]);

}

}

// Matrix multiplication logic

for (i = 0; i < 2; i++) {

for (j = 0; j < 2; j++) {

result[i][j] = 0; // Initialize each element of result to 0

for (k = 0; k < 2; k++) {

result[i][j] += matrix1[i][k] \* matrix2[k][j];

}

}

}

// Display the resulting matrix

printf("The resulting matrix after multiplication is:\n");

for (i = 0; i < 2; i++) {

for (j = 0; j < 2; j++) {

printf("\t%d", result[i][j]);

}

printf("\n"); // New line for each row

}

return 0;

}

* **OUTPUT**:
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### **Conclusion:**

Matrix multiplication is a mathematical operation that takes two matrices and produces a new matrix as the result. In this program, we implemented the multiplication of two 2x2 matrices using nested loops. The algorithm involves multiplying the elements of the rows of the first matrix with the corresponding columns of the second matrix and summing the results to compute each element of the resultant matrix.

**(b)Transpose of a given matrix**

### **Algorithm: Transpose Matrix of 3×3 Matrix**

**Step 1:** Declare matrices

DECLARE matrix[3][3], Transposed\_matrix[3][3]

**Step 2:** Input the matrix elements

PRINT "Enter the elements of the matrix (3x3):"

FOR i ← 0 TO 2 DO

FOR j ← 0 TO 2 DO

READ matrix[i][j]

END FOR

END FOR

**Step 3:** Display the original matrix

PRINT "The elements of the matrix are:"

FOR i ← 0 TO 2 DO

FOR j ← 0 TO 2 DO

PRINT matrix[i][j] WITH TAB

END FOR

PRINT NEW LINE

END FOR

**Step 4:** Transpose the matrix

FOR i ← 0 TO 2 DO

FOR j ← 0 TO 2 DO

Transposed\_matrix[i][j] ← matrix[j][i]

END FOR

END FOR

**Step 5:** Display the transposed matrix

PRINT "The elements of the transposed matrix are:"

FOR i ← 0 TO 2 DO

FOR j ← 0 TO 2 DO

PRINT Transposed\_matrix[i][j] WITH TAB

END FOR

PRINT NEW LINE

END FOR

END

* **SOURCE CODE**:

#include <stdio.h>

int main() {

int i, j, matrix[3][3], Transposed\_matrix[3][3];

// Input the matrix elements

printf("Enter the elements of the matrix (3x3): \n");

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

for (i = 0; i < 3; i++) {

for (j = 0; j < 3; j++) {

scanf("%d", &matrix[i][j]);

}

}

// Display the original matrix

printf("The elements of the matrix are: \n");

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

for (i = 0; i < 3; i++) {

for (j = 0; j < 3; j++) {

printf("\t%d", matrix[i][j]);

}

printf("\n");

}

// Transpose the matrix

for (i = 0; i < 3; i++) {

for (j = 0; j < 3; j++) {

Transposed\_matrix[i][j] = matrix[j][i];

}

}

// Display the transposed matrix

printf("The elements of the transposed matrix are: \n");

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

for (i = 0; i < 3; i++) {

for (j = 0; j < 3; j++) {

printf("\t%d", Transposed\_matrix[i][j]);

}

printf("\n");

}

return 0;

}

* **OUTPUT**:

### **Conclusion:**

In this program, we created the transpose of a 3x3 matrix. Transpose means converting the rows of a matrix into columns and the columns into rows. First, the user inputs the elements of the matrix, and then nested loops are used to calculate the transpose. In this process, each element of the matrix is copied to its new position. Finally, both the original and transposed matrices are displayed separately. This program is a basic yet powerful example of matrix manipulation and nested loops, making linear algebra and programming concepts simple and interesting. Such operations are essential in real-world applications like computer graphics, scientific computing, and data processing. This program also serves as a great practice example for new programmers.

**ASSIGNMENT 05:-**

**Write a menu driven program in C to perform insertion and deletion operations in a queue. Check for exception conditions.**

**SOLUTION**

* **Algorithm:Queue Implementation using Linked List**

**Input:** User selects an operation (Insertion, Deletion, or Display)  
**Output:** Queue is modified according to the selected operation

**Step 1:** Start

### **Step 2:** Define the Node Structure

* Create a structure node with two members:
  + data → to store the integer value
  + next → pointer to the next node

### **Step 3:** Define the Queue Structure

* Create a structure queue with two pointers:
  + front → points to the first node of the queue
  + rear → points to the last node of the queue

### **Step 4:** Initialize the Queue

* Set front = NULL and rear = NULL

### **Step 5:** Display the Main Menu

1. Print the following menu:
   * 1. Insertion
   * 2. Deletion
   * 3. Display
   * 4. Exit
2. Accept user input as option
3. Perform the corresponding operation

**Step 6:** Insert an Element into the Queue

1. Allocate memory for a new node
2. If memory allocation fails, print "Memory allocation failed" and return
3. Store the input value in data of the new node
4. Set next of the new node as NULL
5. **If queue is empty (front == NULL)**, then:
   * Set front = rear = new node
6. **Else**, link the new node to the rear and update rear
7. Print "Element inserted successfully"

**Step 7:** Delete an Element from the Queue

1. **If queue is empty (front == NULL)**, print "Queue Underflow" and return
2. Store the front node in a temporary pointer
3. Print the value of the front node (to be deleted)
4. Move front to the next node
5. If front becomes NULL, set rear = NULL (queue is now empty)
6. Free the memory of the deleted node

**Step 8:** Display the Queue Elements

1. **If queue is empty (front == NULL)**, print "QUEUE IS EMPTY" and return
2. Traverse from front to rear, printing each node’s data

**Step 9:** Repeat Until User Selects Exit (option == 4)

### **Step 10:** End

* **SOURCE CODE**:

#include <stdio.h>

#include <stdlib.h>

// Define the node structure

struct node {

int data;

struct node \*next;

};

// Define the queue structure

struct queue {

struct node \*front;

struct node \*rear;

};

// Function prototypes

void create\_queue(struct queue \*q);

void insert(struct queue \*q, int val);

void delete\_element(struct queue \*q);

void display(struct queue \*q);

int main() {

struct queue q; // Define queue

create\_queue(&q); // Initialize queue

int val, option;

do {

printf("\n\*\*\*\*\*\*\*\*\*\* MAIN MENU \*\*\*\*\*\*\*\*\*\*\n");

printf("1. Insertion\n");

printf("2. Deletion\n");

printf("3. Display\n");

printf("4. Exit\n");

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

printf("Enter your option: ");

scanf("%d", &option);

switch (option) {

case 1:

printf("Enter the number to be inserted in the queue: ");

scanf("%d", &val);

insert(&q, val);

break;

case 2:

delete\_element(&q);

break;

case 3:

display(&q);

break;

case 4:

printf("Exiting the program.\n");

break;

default:

printf("Invalid option! Please try again.\n");

}

} while (option != 4);

return 0;

}

// Function to initialize the queue

void create\_queue(struct queue \*q) {

q->front = NULL;

q->rear = NULL;

}

// Function to insert an element into the queue

void insert(struct queue \*q, int val) {

struct node \*ptr = (struct node \*)malloc(sizeof(struct node));

if (!ptr) {

printf("Memory allocation failed.\n");

return;

}

ptr->data = val;

ptr->next = NULL;

if (q->front == NULL) { // If the queue is empty

q->front = ptr;

q->rear = ptr;

} else { // If the queue is not empty

q->rear->next = ptr;

q->rear = ptr;

}

printf("%d has been inserted into the queue.\n", val);

}

// Function to delete an element from the queue

void delete\_element(struct queue \*q) {

if (q->front == NULL) { // Check for underflow

printf("Queue Underflow! Cannot delete element.\n");

return;

}

struct node \*ptr = q->front;

printf("The value being deleted is: %d\n", ptr->data);

q->front = q->front->next;

if (q->front == NULL) { // If the queue becomes empty

q->rear = NULL;

}

free(ptr);

}

// Function to display the elements of the queue

void display(struct queue \*q) {

if (q->front == NULL) { // Check if the queue is empty

printf("QUEUE IS EMPTY.\n");

return;

}

struct node \*ptr = q->front;

printf("The elements in the queue are: ");

while (ptr != NULL) {

printf("%d ", ptr->data);

ptr = ptr->next;

}

printf("\n");

}

* **OUTPUT:**
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### **Conclusion:**

In this program, we implemented a menu-driven approach to perform queue operations such as insertion and deletion. A queue is a linear data structure that works on the "First In, First Out" (FIFO) principle. The program uses a linked list for dynamic memory allocation, overcoming the limitations of fixed-size arrays.

We effectively handled exception conditions such as queue underflow (when attempting to delete from an empty queue) and memory allocation failure (when memory cannot be allocated). Additionally, the display function was used to show the current elements of the queue, helping to understand the real-time state of the queue.

This program serves as an excellent example of practical implementation of data structures and error handling concepts. It helps beginners strengthen their understanding of data structures while improving their coding skills.

**SOLUTION:-**

**ASSIGNMENT 07:-**

**Write a program in C to create a single linked list and implement the following functions on it—**

**a. Insert after a specific location**

* 1. **b. Deletion at end**
  2. **c. Delete an element from a specified location.**
  3. **d. Count the number of nodes.**
  4. **e. Separate the linked list into odd numbered and even numbered list**
  5. **f. Display the list.**
* **ALGORITHM:**
* **SOURCE CODE**:

#include <stdio.h>

#include <stdlib.h>

struct node {

int data;

struct node \*next;

};

struct node \*start = NULL, \*temp = NULL, \*newnode, \*prev, \*forw;

void create\_ll();

void insert\_after\_location();

void delete\_from\_location();

void delete\_last();

void count\_node();

void separate\_odd\_even();

void display\_ll();

int main() {

int choice;

do {

printf("\n\*\*\*\*\* Linked List Menu \*\*\*\*\*\*\n");

printf("01) Create linked list\n");

printf("02) Insert after specific location\n");

printf("03) Delete from last\n");

printf("04) Delete from specific location\n");

printf("05) Count total nodes\n");

printf("06) Separate into odd & even lists\n");

printf("07) Display linked list\n");

printf("08) Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1: create\_ll(); break;

case 2: insert\_after\_location(); break;

case 3: delete\_last(); break;

case 4: delete\_from\_location(); break;

case 5: count\_node(); break;

case 6: separate\_odd\_even(); break;

case 7: display\_ll(); break;

case 8: printf("Exiting program.\n"); break;

default: printf("Invalid choice!\n");

}

} while (choice != 8);

return 0;

}

void create\_ll() {

char ch;

int n;

printf("Enter an element: ");

scanf("%d", &n);

start = (struct node \*)malloc(sizeof(struct node));

start->data = n;

start->next = NULL;

temp = start;

printf("Do you want to continue (Y/N)? ");

getchar();

ch = getchar();

while (ch == 'Y' || ch == 'y') {

printf("Enter next element: ");

scanf("%d", &n);

newnode = (struct node \*)malloc(sizeof(struct node));

newnode->data = n;

newnode->next = NULL;

temp->next = newnode;

temp = newnode;

printf("Do you want to continue (Y/N)? ");

getchar();

ch = getchar();

}

}

void insert\_after\_location() {

int pos, i = 1, n;

if (start == NULL) {

printf("List is empty\n");

return;

}

printf("Enter position after which to insert: ");

scanf("%d", &pos);

printf("Enter element to insert: ");

scanf("%d", &n);

newnode = (struct node \*)malloc(sizeof(struct node));

newnode->data = n;

newnode->next = NULL;

temp = start;

while (i < pos && temp != NULL) {

temp = temp->next;

i++;

}

if (temp == NULL) {

printf("Invalid position!\n");

return;

}

newnode->next = temp->next;

temp->next = newnode;

}

void delete\_from\_location() {

int pos, i = 1;

if (start == NULL) {

printf("List is empty\n");

return;

}

printf("Enter position to delete: ");

scanf("%d", &pos);

temp = start;

if (pos == 1) {

start = start->next;

printf("Deleted node: %d\n", temp->data);

free(temp);

return;

}

while (i < pos - 1 && temp->next != NULL) {

temp = temp->next;

i++;

}

if (temp->next == NULL) {

printf("Invalid position!\n");

return;

}

struct node \*del = temp->next;

temp->next = del->next;

printf("Deleted node: %d\n", del->data);

free(del);

}

void delete\_last() {

if (start == NULL) {

printf("List is empty\n");

return;

}

temp = start;

if (temp->next == NULL) {

printf("Deleted node: %d\n", temp->data);

free(temp);

start = NULL;

return;

}

while (temp->next->next != NULL) {

temp = temp->next;

}

printf("Deleted node: %d\n", temp->next->data);

free(temp->next);

temp->next = NULL;

}

void count\_node() {

int count = 0;

temp = start;

while (temp != NULL) {

count++;

temp = temp->next;

}

printf("Total nodes: %d\n", count);

}

void separate\_odd\_even() {

struct node \*odd = NULL, \*even = NULL, \*odd\_tail = NULL, \*even\_tail = NULL;

temp = start;

while (temp != NULL) {

struct node \*newnode = (struct node \*)malloc(sizeof(struct node));

newnode->data = temp->data;

newnode->next = NULL;

if (temp->data % 2 == 0) {

if (even == NULL) even = even\_tail = newnode;

else {

even\_tail->next = newnode;

even\_tail = newnode;

}

} else {

if (odd == NULL) odd = odd\_tail = newnode;

else {

odd\_tail->next = newnode;

odd\_tail = newnode;

}

}

temp = temp->next;

}

printf("Odd List: ");

temp = odd;

while (temp) {

printf("%d ", temp->data);

temp = temp->next;

}

printf("\nEven List: ");

temp = even;

while (temp) {

printf("%d ", temp->data);

temp = temp->next;

}

printf("\n");

}

void display\_ll() {

if (start == NULL) {

printf("List is empty\n");

return;

}

temp = start;

while (temp != NULL) {

printf("%d -> ", temp->data);

temp = temp->next;

}

printf("NULL\n");

}

### **Output:**

### **Conclusion:**

This program implements various operations on a singly linked list, including creation, insertion, deletion, counting nodes, separating odd and even elements, and displaying the list.

* **Insertion:** A new node can be inserted after a specific location.
* **Deletion:** Nodes can be deleted either from a specific position or from the last.
* **Counting Nodes:** The total number of nodes in the linked list is counted.
* **Odd-Even Separation:** The program separates odd and even elements into two separate linked lists.
* **Display:** The linked list is printed in a structured format.

This implementation ensures efficient manipulation of linked list elements, making it useful for dynamic data storage and processing.

ASSIGNMENT 07:-

**Write a program in C to implement stack operations using array and perform Insertion and Deletion operations. Show all possible exception/error cases**.

**SOLUTION:-**

* **ALGORITHM:**
* **SOURCE CODE**:

#include<stdio.h>

#include<conio.h>

#define maxsize 20

int stack[maxsize],top=-1;

int main(){

int choice;

do{

printf("\n\*\*\*\*\*Stack\*\*\*\*\*\*\n");

printf("------------------------\n");

printf("01)push\n 02)pop\n 03)display\n 04)exit");

printf("-------------------------\n\n");

printf("Enter your choice: ");

scanf("%d",&choice);

switch(choice){

case 1: push(); break;

case 2: pop(); break;

case 3: display(); break;

default :printf("Invalid choice");

}

}while(choice!=4);

return 0;

}

void push(){

int n;

if(top==maxsize-1) printf("Stack is overflow");

else{

printf("Enter an element :");

scanf("%d",&n);

top++;

stack[top]=n;

}

}

void display(){

int i;

if(top==-1) printf("Stack is empty");

else{

printf("\n Elemts of stacks: ");

for(i=top;i>=0;i--){

printf(" %d \t",stack[i]);

}

}

}

void pop(){

int n;

if(top==-1) printf("Stack is Empty");

else{

n=stack[top];

top--;

printf("poped element %d \n",n);

}

}

* **OUTPUT:**
* **CONCLUSION**:

ASSIGNMENT 11:-

**Write a program in C to create a singly linked list with even number of elements. Then swap the odd and even positioned elements to create a new list. Display both the original and changed list.**

1. Write a program in C to create a singly linked list with even number of elements. Then swap the odd and even positioned elements to create a new list. Display both the original and changed list.

**SOLUTION:-**

* **ALGORITHM:**
* **SOURCE CODE**:

#include <stdio.h>

#include <stdlib.h>

struct node {

int data;

struct node \*next;

};

struct node \*start = NULL, \*temp = NULL, \*newnode;

void create\_even\_ll();

void display\_ll(struct node \*head);

void swap\_odd\_even();

int main() {

printf("Creating an even-length linked list:\n");

create\_even\_ll();

printf("\nOriginal Linked List:\n");

display\_ll(start);

swap\_odd\_even();

printf("\nLinked List after swapping odd and even positioned nodes:\n");

display\_ll(start);

return 0;

}

void create\_even\_ll() {

int n, count = 0;

char ch;

do {

printf("Enter an element: ");

scanf("%d", &n);

newnode = (struct node \*)malloc(sizeof(struct node));

newnode->data = n;

newnode->next = NULL;

if (start == NULL) {

start = newnode;

temp = start;

} else {

temp->next = newnode;

temp = newnode;

}

count++;

printf("Do you want to continue (Y/N)? ");

scanf(" %c", &ch);

} while ((ch == 'Y' || ch == 'y') || count % 2 != 0); // Ensures even-length list

}

void display\_ll(struct node \*head) {

if (head == NULL) {

printf("List is empty\n");

return;

}

struct node \*temp = head;

while (temp != NULL) {

printf("%d -> ", temp->data);

temp = temp->next;

}

printf("NULL\n");

}

void swap\_odd\_even() {

if (start == NULL || start->next == NULL) {

return;

}

struct node \*temp = start;

while (temp != NULL && temp->next != NULL) {

int swap = temp->data;

temp->data = temp->next->data;

temp->next->data = swap;

temp = temp->next->next;

}

}

* **OUTPUT:**

### **Conclusion:**

ASSIGNMENT 28:-

**Write a program in C to apply the following sorting techniques on a list of numbers, as per user's choice**

* 1. **a. Insertion Sort**
  2. **b. Selection Sort.**

**Show intermediate results between passes.**

**SOLUTION:-**

* **ALGORITHM:**
* **SOURCE CODE**:

#include <stdio.h>

#define MAX 100

void insertion\_sort();

void selection\_sort();

int main() {

int choice;

do {

printf("\n\*\*\*\*\* Sorting Technique \*\*\*\*\*\*\n");

printf("----------------------------------------------\n");

printf("01) Insertion Sort\n02) Selection Sort\n03) Exit\n");

printf("----------------------------------------------\n\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1: insertion\_sort(); break;

case 2: selection\_sort(); break;

case 3: printf("Exiting program...\n"); break;

default: printf("Invalid choice. Please try again.\n");

}

} while (choice != 3);

return 0;

}

// Function to perform Insertion Sort with intermediate steps

void insertion\_sort() {

int arr[MAX], n, i, j, key;

printf("Enter the number of elements: ");

scanf("%d", &n);

printf("Enter the elements: ");

for (i = 0; i < n; i++)

scanf("%d", &arr[i]);

printf("\nInsertion Sort Process:\n");

for (i = 1; i < n; i++) {

key = arr[i];

j = i - 1;

// Shift elements to the right

while (j >= 0 && arr[j] > key) {

arr[j + 1] = arr[j];

j--;

}

arr[j + 1] = key;

// Display intermediate array

printf("After pass %d: ", i);

for (int k = 0; k < n; k++)

printf("%d ", arr[k]);

printf("\n");

}

printf("\nSorted Array: ");

for (i = 0; i < n; i++)

printf("%d ", arr[i]);

printf("\n");

}

// Function to perform Selection Sort with intermediate steps

void selection\_sort() {

int arr[MAX], n, temp, i, j, index, min;

printf("Enter the number of elements: ");

scanf("%d", &n);

printf("Enter the elements: ");

for (i = 0; i < n; i++)

scanf("%d", &arr[i]);

printf("\nSelection Sort Process:\n");

for (i = 0; i < n - 1; i++) {

min = arr[i];

index = i;

for (j = i + 1; j < n; j++) {

if (min > arr[j]) {

min = arr[j];

index = j;

}

}

// Swap

temp = arr[i];

arr[i] = arr[index];

arr[index] = temp;

// Display intermediate array

printf("After pass %d: ", i + 1);

for (int k = 0; k < n; k++)

printf("%d ", arr[k]);

printf("\n");

}

printf("\nSorted Array: ");

for (i = 0; i < n; i++)

printf("%d ", arr[i]);

printf("\n");

}

* **OUTPUT:**

### **Conclusion:**

ASSIGNMENT 20:-

**Write a program in C to input a list of integers and sort the list using bubble sort.**

**SOLUTION:-**

* **ALGORITHM:**
* **SOURCE CODE**:

#include<stdio.h>

#define MAX 10

int main() {

int temp, n, i, j;

int arr[MAX];

printf("Enter the number of elements (max %d): ", MAX);

scanf("%d", &n);

// Check for valid input size

if (n > MAX || n <= 0) {

printf("Invalid input! The number of elements should be between 1 and %d.\n", MAX);

return 1; // Exit with an error

}

printf("Enter the elements: ");

for (i = 0; i < n; i++) scanf("%d", &arr[i]);

// Bubble sort logic

for (i = 0; i < n - 1; i++) { // n-1 passes

for (j = 0; j < n - i - 1; j++) {

if (arr[j] > arr[j + 1]) {

// Swap

temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

}

}

}

printf("Sorted array: ");

for (i = 0; i < n; i++) printf("%d\t", arr[i]);

printf("\n");

return 0;

}

* **OUTPUT:**

### **Conclusion:**

ASSIGNMENT 06:-

**Write a program in C to implement the standard circular queue operations (i.e. Insert, Delete, Display) using an array.**

**SOLUTION:-**

* **ALGORITHM:**
* **SOURCE CODE**:

#include<stdio.h>

#include<conio.h>

#define MAXSIZE 20

int cq[MAXSIZE],rear=-1,front=-1;

void insertion();

void deletion();

void display();

int main(){

int choice;

do{

printf("\n\*\*\*\*\*Circular Queue\*\*\*\*\*\*\n");

printf("------------------------\n");

printf("01)Insertion\n 02)Deletion\n 03)display\n 04)exit\n");

printf("-------------------------\n\n");

printf("Enter your choice: ");

scanf("%d",&choice);

switch(choice){

case 1: insertion(); break;

case 2: deletion(); break;

case 3: display(); break;

default :printf("Invalid choice");

}

}while(choice!=4);

return 0;

}

void insertion(){

int n;

if((rear+1)%MAXSIZE==front)

printf("Queue is overflow");

else{

printf("Enter an element for insert: ");

scanf("%d",&n);

if(rear==-1 && front==-1){

rear=0;

front=0;

}

else

rear=(rear+1)%MAXSIZE;

cq[rear]=n;

}

}

void deletion(){

int n;

if(rear==-1 && front==-1)

printf("Queue is empty");

else{

n=cq[front];

if(front==rear){

front=-1;

rear=-1;

}

else

front=(front+1)%MAXSIZE;

printf("Deleted Element %d",n);

}

}

void display(){

int i;

if(rear==-1 && front==-1)

printf("Queue is empty");

else{

printf("Elements of queue: ");

for(i=front;i!=rear;i=(i+1)%MAXSIZE)

printf("%5d",cq[i]);

printf("%5d",cq[i]);

}

}

**OUTPUT:**

### **Conclusion:**

ASSIGNMENT 14:-

**Write a program in C to create a doubly linked list and perform the following operations:**

**a) Display**

**b) Deleting a node from any position**.

**SOLUTION:-**

* **ALGORITHM:**
* **SOURCE CODE**:

#include<stdio.h>

#include<stdlib.h>

struct node {

struct node \*prev;

int data;

struct node \*next;

};

struct node \*start = NULL, \*temp = NULL, \*newnode, \*prev, \*forw, \*next;

void create\_ll();

void delete\_any\_position();

void display\_ll();

int main() {

int choice;

do {

printf("\n\*\*\*\*\* Doubly Linked List Menu\*\*\*\*\*\*\n");

printf("------------------------\n");

printf("01) Create linked list\n");

printf("02) Delete from any position\n");

printf("03) Display linked list\n");

printf("04) Exit\n");

printf("-------------------------\n\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch(choice) {

case 1: create\_ll(); break;

case 2: delete\_any\_position(); break; // New case for deleting from any position

case 3: display\_ll(); break;

default: printf("Invalid choice\n");

}

} while(choice != 4);

return 0;

}

void create\_ll() {

char ch;

int n;

printf("Enter an element: ");

scanf("%d", &n);

// Create the first node

start = (struct node \*)malloc(sizeof(struct node));

start->prev = NULL;

start->data = n;

start->next = NULL;

temp = start;

printf("\nDo you want to continue (y/n)? ");

ch = getche(); // Reads user input for continuation

while (ch == 'Y' || ch == 'y') {

printf("\nEnter next element: ");

scanf("%d", &n);

// Allocate memory for a new node

newnode = (struct node \*)malloc(sizeof(struct node));

newnode->prev = temp; // Link new node's prev to the current last node

newnode->data = n;

newnode->next = NULL;

temp->next = newnode; // Link the current last node to the new node

temp = newnode; // Move temp to the new last node

printf("\nDo you want to continue (y/n)? ");

ch = getche();

}

}

void display\_ll() {

if (start == NULL) {

printf("List is already empty\n");

return;

}

// Forward traversal

printf("Forward Traversal: ");

temp = start;

while (temp != NULL) {

printf("%d\t", temp->data);

if (temp->next == NULL) {

break; // Stop at the last node to use it for backward traversal

}

temp = temp->next;

}

// Backward traversal

printf("\nBackward Traversal: ");

while (temp != NULL) {

printf("%d\t", temp->data);

temp = temp->prev;

}

printf("\n");

}

void delete\_any\_position() { // New function for deleting a node from any position

int pos, i = 1;

if(start == NULL) {

printf("List is empty\n");

} else {

printf("Enter the position to delete from: ");

scanf("%d", &pos);

temp = start;

while(i < pos && temp != NULL) {

temp = temp->next;

i++;

}

if(temp != NULL) {

prev = temp->prev;

next = temp->next;

if(prev != NULL) prev->next = next;

if(next != NULL) next->prev = prev;

printf("Deleted node %d\n", temp->data);

free(temp);

} else {

printf("Invalid position\n");

}

}

}

* **OUTPUT:**

### **Conclusion:**

ASSIGNMENT :-

**SOLUTION:-**

* **ALGORITHM:**
* **SOURCE CODE**:
* **OUTPUT:**

### **Conclusion:**

ASSIGNMENT 09:-

**Write a program in C to reverse a single linked list.**

**SOLUTION:-**

### **Algorithm for Reversing a Linked List**

1. **Initialize:**
   * Set prev = NULL (to store the previous node).
   * Set current = start (to traverse the list).
   * Set next = NULL (to store the next node).
2. **Traverse the List:**
   * While current is not NULL:
     + Store next = current->next (save the next node).
     + Set current->next = prev (reverse the link).
     + Move prev = current (move prev forward).
     + Move current = next (move current forward).
3. **Update Head:**
   * Set start = prev (new head of the reversed list).
   * Print "Linked List has been reversed."

* **SOURCE CODE**

#include<stdio.h>

#include<stdlib.h>

struct node{

int data;

struct node \*next;

};

struct node \*start=NULL,\*temp=NULL,\*newnode,\*next;

void create\_ll();

void display\_ll();

void reverse\_ll();

int main(){

int choice;

do{

printf("\n\*\*\*\*\*Linked List Menu\*\*\*\*\*\*\n");

printf("------------------------\n");

printf("01)Create linkeds list\n");

printf("02)Dsiplay\_ll\n");

printf("03)reverse\_ll\n");

printf("04)Exit\n");

printf("-------------------------\n\n");

printf("Enter your choice: ");

scanf("%d",&choice);

switch(choice){

case 1: create\_ll(); break;

case 2: display\_ll(); break;

case 3: reverse\_ll(); break;

default :printf("Invalid choice");

}

}while(choice!=12);

return 0;

}

void create\_ll(){

char ch;

int n;

printf("Enter an element:\t");

scanf("%d",&n);

start=(struct node \*)malloc(sizeof(struct node));

start->data=n;

start->next=NULL;

temp=start;

printf("\nDo you Want to continue: ");

ch=getch();

while(ch=='Y'||ch=='y'){

printf("\nEnter next element: ");

scanf("%d",&n);

newnode=(struct node \*)malloc(sizeof(struct node));

newnode->data=n;

newnode->next=NULL;

temp->next=newnode;

temp=temp->next;

printf("\nDo you Want to continue: ");

ch=getche();

}

}

void display\_ll(){

if(start==NULL) printf("List is alredy empty");

else{

temp=start;

while(temp!=NULL){

printf("%d\t",temp->data);

temp=temp->next;

}

}

}

void reverse\_ll() {

struct node \*prev = NULL, \*current = start, \*next = NULL;

while (current != NULL) {

next=current->next; // Store the next node

current->next = prev; // Reverse the link

prev=current; // Move prev to the current node

current=next; // Move to the next node

}

start=prev; // Update start to point to the new head

printf("Linked list reversed successfully!\n");

}:
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### **Conclusion:**

This program implements a singly linked list with basic operations such as creation, display, and reversal. The create\_ll() function allows the user to add nodes dynamically. The display\_ll() function prints all elements of the linked list. The reverse\_ll() function reverses the linked list by adjusting the next pointers of each node without requiring additional memory allocation.

By using pointer manipulation, the program efficiently reverses the linked list while maintaining its structure. The implementation ensures proper memory management and user interaction through a menu-driven approach.